This video will introduce you to running ArcGIS tools within Python.
With only the few basic concepts we’ve discussed previously, we can now learn how to use Python to run some tools in ArcGIS. Python is able to access ArcGIS’s capabilities through a module called “arcpy.” A module in Python is the equivalent of a toolbox in ArcGIS – it is a set of related tools with related purposes. In order for Python to access the arcpy module, we first need to plug-in ArcGIS to our script by typing in “import arcpy.” The import command is used anytime you need to load a module in Python – this is usually done first thing in a script.
Many of ArcGIS’s tools are available through extensions – these extensions contain specialized tools which enhance the capabilities of ArcGIS. In order to use these tools, you need to have access to the appropriate extension license(s) and your script will need to check out the license.

To check out an extension license in your script, you’ll need to use a method of arcpy called “CheckOutExtension”. Recall that to use a method of an object, you need to specify: 1) the object name, 2) a period, 3) the method name, and 4) the method parameters. In this case, the object is arcpy, the method is CheckOutExtension and the parameter is the name of the extension that you want to use. Extensions should be referred to by their code name as indicated in the table.

```python
arcpy.CheckOutExtension("spatial")
```
Arcpy will not allow you to overwrite any existing GIS data unless you first give it permission to do so. It is a good idea to give this permission in most scripts because it will make debugging your script much easier. The debugging process removes errors in your script and you will likely need to run your script many times before it works correctly. Each time you rerun the script, it will need permission to overwrite any files that were created on previous runs, otherwise the script will crash.

To give your script permission to overwrite existing files, you’ll need to access arcpy’s environment properties (i.e. env) and set the overwriteOutput property to 1 (i.e. true). The env is a toolbox within arcpy that allows you to set global parameters which can affect the operation of all the ArcGIS processes in your script.
Let’s look at an example of how the steps we’ve just discussed will appear in a script. Notice that the lines that start with the # symbol are colored in red – these are comment lines that the script will ignore. The lines below the comment lines are the actual script statements that contain instructions for the computer.

1) The 1\textsuperscript{st} statement in the example script imports the arcpy module which gives the script access to ArcGIS’s capabilities
2) The 2\textsuperscript{nd} statement checks out an ArcGIS extension. If your script doesn’t need any extension tools, then skip this step in your script.
3) The 3\textsuperscript{rd} statement gives the script permission to overwrite existing files.
In most scripts, you will need to work with data stored in files. In a script, file names are always treated as strings and so they’re enclosed in quotes. In Python, you should always put an `r` before a file name – for reasons we’ll discuss in detail in the next lecture.

In this course, I’ll refer to a complete file name as the “file pathname” – this contains all the information needed for the script to locate the specific file. The first part of the pathname is the “file location” which is also called the “workspace.” The “file name” is the name of the specific file and the “file extension” is the letters following the period after the file name. The file extension indicates the type of file.
When a script is working with multiple files that are stored in the same location (i.e. workspace), then we can set a default workspace for `arcpy`. Once the workspace is set, then you will no longer need to specify the file location for files that are located in that workspace. However, you will need to specify the workspace for files stored in other locations. Setting a default workspace can make the script more efficient to write and easier for you to read.
To set a default workspace for arcpy, you’ll need to set the “workspace” property of arcpy’s environment settings. Remember to include the r before the file location. Generally, you can set only one workspace for arcpy at a given time (the exception is when using the spatial analyst extension).
Now that we’ve taken care of the preliminary set setup of our script, we can start working with ArcTools (i.e. tools in ArcToolbox). There are hundreds of ArcTools that are available for use in a script and each tool requires a different set of parameters to make it work. Fortunately, ArcGIS contains thorough documentation on how to use each ArcTool and run them in a script.
To find a tool in ArcToolbox, you can use the search window in ArcGIS or ArcCatalog. In the search window, select the “Tool” tab and then enter the name of the tool below. The search will return a list matching the name you entered – click on the links below to open the help page or to be taken to the tool in ArcToolbox.
The documentation for ArcTools can be accessed in ArcToolbox either through ArcGIS or ArcCatalog. Locate the tool of interest in ArcToolbox and right-click on it, then select Help from the menu.
The tool help page will include a description of the tool and tips on how to use it properly. There will be a section for Python scripting at the bottom of the page.
The “Script Syntax” section includes the **general syntax** statement, a description of the tool’s parameters, and an example code from a Python script that implements the tool.
In this course, we will focus exclusively on “stand-alone” scripts – be sure to use the correct sample code as your guide. The Python window is for use within ArcGIS and the syntax may be somewhat different.
To implement an ArcTool in Python, I recommend copying the general syntax line directly from the help page – this will avoid any typos and also help you to put the parameter values in the correct order. The parameter values should be specified in the same order as the parameters listed in the general syntax line – the order allows arcpy to match the values to the correct parameters. Empty quotes can be specified for optional parameters if you want to use the default setting.
Let’s step through the process of writing an ArcTool statement in Python.

1) The first step sets the default arcpy workspace and is optional. I’ve set the arcpy workspace to my “input data” folder so, in the ArcTool statement, I won’t need to specify the file location for any files located in this folder.

2) The output file in this example is not in the arcpy workspace so I’ve assigned it a variable which will make it more convenient to refer to this file in the ArcTool statement.

3) To write the actual ArcTool statement, first copy the general syntax line from the help documentation page to your script. Then add arcpy. to the beginning of the statement to create the proper syntax. For each parameter, check the description in the help page to understand the values required for each parameter, then enter the parameter values in place of the parameter names:

   1) In this case, the first parameter is the “input_features” and is a required. For this parameter, I’ve specified “soils.shp” – I don’t need to include the file location because the file is located in the arcpy workspace that I set on a previous line.

   2) The second parameter is the “clip_features” which is also required. I’ve specified “town.shp” which is also located in the arcpy workspace.

   3) The 3rd parameter is the “output_features” which is required – here, I’ve specified the town_soils variable which I defined on a previous line.
4) The final parameter, “cluster_tolerance”, is optional so I can choose to ignore the parameter. In this case, I’ve use empty quotes so that the default parameter value will be used. Alternatively, I could have omitted the quotes since there are no further parameters that I want to specify.
Python has an auto-complete feature which can help you enter statements more quickly and without typos. To use the auto-complete for arcpy statements, you will first need to import arcpy in the Python Shell. Once arcpy has been imported, auto-complete will work in both the Python Shell and the script window.
In the script window, enter your script. Note that scripts run from the top statement down – so lines above can affect lines below, but not vice versa.